**10755 - Garbage Heap**

Time limit: 3.000 seconds

Farmer John has a heap of garbage formed in a rectangular parallelepiped. It consists of A×B ×C garbage pieces each of which has a value. The value of a piece may be 0, if the piece is neither profitable nor harmful, and may be negative which means that the piece is not just unprofitable, but even harmful (for environment). The farmer thinks that he has too much harmful garbage, so he wants to decrease the heap size, leaving a rectangular nonempty parallelepiped of smaller size cut of the original heap to maximize the sum of the values of the garbage pieces in it. You have to find the optimal parallelepiped value. (Actually, if all smaller parallelepiped has value less than the original one, the farmer will leave the original parallelepiped).

Input

The first line of the input contains the number of the test cases, which is at most 15. The descriptions of the test cases follow. The first line of a test case description contains three integers A, B, and C (1 ≤ A, B, C ≤ 20). The next lines contain A · B · C numbers, which are the values of garbage pieces. Each number does not exceed 231 by absolute value. If we introduce coordinates in the parallelepiped such that the cell in one corner is (1,1,1) and the cell in the opposite corner is (A, B, C), then the values are listed in the order (1, 1, 1),(1, 1, 2), . . . ,(1, 1, C), (1, 2, 1), . . . ,(1, 2, C), . . . ,(1, B, C), (2, 1, 1), . . . ,(2, B, C), . . . ,(A, B, C). The test cases are separated by blank lines.

Output

For each test case in the input, output a single integer denoting the maximal value of the new garbage heap. Print a blank line between test cases.

Sample Input

1 2 2 2 -1 2 0 -3 -2 -1 1 5

Sample Output

6

#include<bits/stdc++.h>

#define pb push\_back

#define pii pair<int,int> // 3-D RANGE SUM IN O(N^5) COMPLEXITY

#define int long long int

#define vec vector<int>

#define inf 1e18

using namespace std;

int kadane(int a[],int n)

{

int maxSum=0;

int i=1,curr=0;

while(i<=n)

{

if(curr+a[i]>0)

curr+=a[i];

else

curr=0;

maxSum=max(maxSum,curr);

i++;

}

if(maxSum>0)

return maxSum;

return -inf;

}

int32\_t main()

{

ios\_base::sync\_with\_stdio(false);

cin.tie(NULL);

cout.tie(NULL);

int tt=1,o=1;

cin>>tt;

while(tt--)

{

int a,b,c;

cin>>a>>b>>c;

int M[a+1][b+1][c+1],i,j,k;

// TAKING INPUT

for(i=1;i<=a;i++)

{

for(j=1;j<=b;j++)

{

for(k=1;k<=c;k++)

cin>>M[i][j][k];

}

}

//CUMULATIVE SUM

for(i=1;i<=c;i++)

{

for(j=1;j<=a;j++)

{

for(k=1;k<=b;k++)

{

M[j][k][i]+=M[j-1][k][i];

M[j][k][i]+=M[j][k-1][i];

M[j][k][i]-=M[j-1][k-1][i];

}

}

}

// FIXING HEIGHT AND WIDTH WITH LENGTH=N IN O(N^4)

// APPLYING KADANE TO FIND MAX SUM SUBLOCK WITH VARIABLE

// HEIGHT AND WIDTH

int ans=-inf;

for(int top=1;top<=a;top++)

{

for(int bottom=top;bottom<=a;bottom++)

{

for(int widthL=1;widthL<=b;widthL++)

{

for(int widthR=widthL;widthR<=b;widthR++)

{

int a[c+1];

for(i=1;i<=c;i++)

{

a[i]=M[bottom][widthR][i];

a[i]-=M[top-1][widthR][i];

a[i]-=M[bottom][widthL-1][i];

a[i]+=M[top-1][widthL-1][i];

ans=max(ans,a[i]);

}

ans=max(ans,kadane(a,c));

}

}

}

}

if(o > 1) cout << "\n";

cout<<ans<<"\n";

o++;

}

}